
【高频面试题】谈谈JavaScript中this的指向机

制​

一.前言​

大家上午好，今天我们来说一下在面试中经常被面试官问到的一个代码输出题，谈一谈JavaScript中

的this指向机制。要知道，this这个关键字非常重要，如果不理解它的机制，大部分开发任务都无法完

成。

二.区分执行上下文、作用域和词法环境​

首先，在了解这个机制之前，我们要简单了解什么叫执行上下文、作用域和词法环境。

执行上下文

官方一点地说，执行上下文就是一个评估和执行JavaScript代码的环境的抽象概念。任何代码在

JavaScript中运行时，都在执行上下文中运行，我们一般认为它是动态的。​

作用域

函数天生就有作用域，且作用域是个可见的属性。作用域是在运行时代码中的某些特定部分中变量，

函数和对象的可访问性。换句话说，作用域决定了代码区块中变量和其他资源的可见性。 需要注意的

是：作用域是静态的，这个在编写代码的时候就确定了。

词法环境

词法环境就比较复杂了，在JavaScript中，每个运行的函数、代码块以及脚本，都有一个被称为词法

环境的内部的关联对象。

首先，词法环境是静态的。一定要记住，它是静态的，不要和执行上下文搞混。一个词法环境由环境

记录器和一个可能的引用外部词法环境的空值组成。我们可以认为，词法环境就是指相应代码块内标

识符与变量值、函数值之间的关联关系的一种体现。

三.this的指向机制​

我们可以先记住两点：

1：this一定会指向一个对象；​

2：this的指向完全取决于函数调用的位置；​



关键是在JavaScript语言之中，一切皆对象，那么我们的问题就是，确定this到底指向哪个对象。现在

我们看到this的这几种绑定方式，在绑定方式中确认它到底指向哪个对象。​

1.默认绑定​

非严格环境下，this指向全局对象（在浏览器环境下是window对象，在Node.js环境下是global对

象）。

js
复制代码

function foo() {    var b = 1;    bar()}function bar() {    
console.log(this.b);}foo()
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这个例子中无论函数声明在哪，在哪调用，由于函数调用时前面并未指定任何对象，这种情况下this指

向全局对象window。因此输出 this.b 为 undefined 。​

2.隐式绑定​

当函数被一个对象所拥有，再调用时，会触发隐式绑定，此时，this会指向该对象.​

js
复制代码

function foo() {    console.log(this.a);}var obj = {    a: 2,    foo: 
foo}obj.foo()
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此时函数调用时前面存在调用它的对象，那么this就会隐式绑定到这个对象上，因此 this.a 输出为
2 。

3.隐式绑定的隐式丢失​

当函数被多个对象链式调用，this指向最终引用函数的对象​

4.显式绑定​

通过函数的call、apply或bind方法，可以显式地绑定this的值。call和apply立即调用函数，而bind返

回一个新的函数，可以稍后调用。

js
复制代码

function foo() {    console.log(this.a);}var obj = {    a: 2,}foo.call(obj)
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此时输出 2

js
复制代码

function foo(n) {    console.log(this.a, n);}var obj = {    a: 
2,}foo.apply(obj, [100, 200])
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此时输出 2 100

js
复制代码

function foo(n) {    console.log(this.a, n);}var obj = {    a: 2,}var bar = 
foo.bind(obj, 100, 200)bar()
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如果我们给bind输入两个参数，此时n为第一个输入的参数，因此输出为 2 100 ​

5.new 绑定​

当使用new关键字调用构造函数时，JavaScript会创建一个新对象，并将该对象绑定到this上。​

如果在某个上下文中存在多种绑定方式，优先级如下：new绑定 > 显式绑定 > 隐式绑定 > 默认绑定。​

需要注意的是，箭头函数没有自己的this值，它会继承外部函数的this值。这在处理回调函数、避免

this指向改变等情况下非常有用。​


