
中小厂面试真是题目（三年经验）​

A公司​

整体总结

远程面试，面试官是一个小姐姐，但我觉得应该是一个新手面试官，面试题估计是从哪个博客看来

的，只会问问题，我答的好不好，对不对没有任何反馈，也没有根据我回答的情况继续追问，然后面

试的过程也没有什么章法，先问我 Vue  原理，到后面又问我基础。整个过程也是很灵异的，开头没

让自我介绍，结尾没有问我有没有问题，面试完直接就挂了，像是在完成任务而不是招一个同事。

面试题一览

1. Vue2  和 Vue3  有什么区别​

2. Vue2  相比 Vue3  有什么缺点​

3. 虚拟 dom  是什么，为什么要使用虚拟 dom ​

4. diff  算法中 key  是做什么用的​

5. 用 index  做 key  会有什么问题吗，为什么不推荐使用 index  做 key ​

6. 用 index  拼接一个随机字符串做 key  可以解决上述的问题吗​

7. 组件之间的通讯方式有哪些

8. 说一下你对原型和原型链的理解

9. JS  实现继承有哪些方式​

10. webpack  的构建过程是什么​

11. 解决跨域有哪些方式​

12. get  和 post  请求有什么区别​

13. localStorage，session，cookie  的区别是什么​

14. promise  是做什么的​

15. promise  的实现原理是什么​

16. let,const,var  有什么区别​

17. 数组去重都有哪些方式​

Vue2  和 Vue3  有什么区别​



这个只要同时有 Vue2  和 Vue3  开发经验的，应该都能说上一些，建议熟读  Vue3  官方文档。​

• 响应式原理

• 生命周期钩子名称

• 自定义指令钩子名称

• 新的内置组件

• diff  算法​

• Composition API

• 对于 TS  的支持​

• ... ...​

Vue2  相比 Vue3  有什么缺点​
这个问题和上一个差不多，主要是从区别上下手

• 性能问题： Vue2  采用的是双向数据绑定和脏检查的方式，对于大型应用或复杂组件来说，性能

可能会受到影响。

• 大量代码： Vue2  需要引入大量的代码来支持其功能，使得包的体积较大。​

• 逻辑复用： Vue2  对于逻辑复用的支持不是很好， Vue3  的 compositionApi  很好的解决了

这个问题。

• TypeScript  支持不佳： Vue2  对于 TypeScript  的支持较弱，需要借助额外的插件来实现

类型检查和补充 IntelliSense  等功能。​

• 原生支持数组的响应式，无需重写数组原型方法。

虚拟 dom  是什么，为什么要使用虚拟 dom ​
Virtual DOM  是 DOM  节点在 JavaScript  中的一种抽象数据结构，之所以需要虚拟 DOM ，
是因为浏览器中操作 DOM  的代价比较昂贵，频繁操作 DOM  会产生性能问题。​

虚拟 DOM  的作用是在每一次响应式数据发生变化引起页面重渲染时， Vue  对比更新前后的虚拟 

DOM ，匹配找出尽可能少的需要更新的真实 DOM ，从而达到提升性能的目的。​

虚拟 DOM  的实现原理主要包括以下 3 部分：​

• 用 JavaScript  对象模拟真实 DOM  树，对真实 DOM  进行抽象；​

• diff  算法 — 比较两棵虚拟 DOM  树的差异；​

• pach  算法 — 将两个虚拟 DOM  对象的差异应用到真正的 DOM  树。​

👉👉 什么是虚拟DOM​

diff  算法中 key  是做什么用的​

https://link.juejin.cn/?target=https%3A%2F%2Fblog.csdn.net%2Fliuliuliuliumin123%2Farticle%2Fdetails%2F107943687


key  是为 Vue  中 vnode  的唯一标记，通过这个 key ，我们的 diff  操作可以更准确、更快

速。 Vue  的 diff  过程可以概括为： oldCh  和 newCh  各有两个头尾的变量 

oldStartIndex 、 oldEndIndex  和 newStartIndex 、 newEndIndex ，它们会新节点和
旧节点会进行两两对比，即一共有 4 种比较方式： newStartIndex  和 oldStartIndex  、

newEndIndex  和 oldEndIndex  、 newStartIndex  和 oldEndIndex  、 newEndIndex
 和 oldStartIndex ，如果以上 4 种比较都没匹配，如果设置了 key ，就会用 key  再进行比

较，在比较的过程中，遍历会往中间靠，一旦 StartIdx > EndIdx  表明 oldCh  和 newCh  至

少有一个已经遍历完了，就会结束比较。

在 diff 算法中， key 是用来标识组件或元素的唯一性的。它的作用是在 Virtual DOM 对比更新
过程中帮助确定哪些组件或元素需要被更新、删除或重新渲染。 当 key 被添加到组件或元素上时，
Vue 会使用 key 来追踪它们的标识。在进行 diff 算法的过程中， Vue 会比较新旧 Virtual 
DOM 树中的组件或元素的 key ，如果某个组件或元素在新旧树中的 key 相同， Vue 会认为它是同
一个组件或元素，然后根据需要进行更新、移动或删除操作。 使用 key 可以有效提高 diff 算法的
性能，避免重复渲染和更新无关的组件或元素。它可以帮助 Vue 更精确地判断哪些部分需要更新，提
高组件的复用性和渲染效率。 需要注意的是， key 应该是稳定、唯一且可预测的，最好使用具有唯一
标识的属性作为 key 值，如 id 或具有唯一性的字段。避免使用 index 作为 key ，并且同一级别
下的兄弟元素或组件的 key 值应该是唯一的，以确保 diff 算法的准确性。

所以 Vue  中 key  的作用是： key  是为 Vue  中 vnode  的唯一标记，通过这个 key ，我们的 

diff  操作可以更准确、更快速，因为带 key  就不是就地复用了，在 sameNode  函数 a.key 
=== b.key  对比中可以避免就地复用的情况。利用 key  的唯一性生成 map  对象来获取对应节

点，比遍历方式更快，源码如下：

function createKeyToOldIdx (children, beginIdx, endIdx) {
  let i, key
  const map = {}
  for (i = beginIdx; i <= endIdx; ++i) {
    key = children[i].key
    if (isDef(key)) map[key] = i
  }
  return map
}
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用 index  做 key  会有什么问题吗，为什么不推荐使用 index  做 key ​
使用 index  做 key  会有以下问题：​

• 不稳定性：组件或元素的索引可能会发生变化，当列表中的组件或元素被重新排序、添加或删除
时，其对应的 index  也会发生变化。这会导致 key  不稳定，可能会引发一些错误的更新或重

新渲染。



• 渲染性能：当列表项中的组件或元素重新排序时，使用 index  作为 key  可能会触发不必要的

重新渲染。因为 Vue  在进行 diff  算法时，会认为同一个 index  的组件或元素是同一个，不

会重新创建和更新。这样就可能导致原本是不同的组件或元素被错误地复用，从而引发意料之外的

问题。

• 面临删除与插入时的性能问题：当列表中的组件或元素发生删除、插入操作时，使用 index  作

为 key  无法准确识别被删除或插入的内容，可能会导致不必要的重新渲染。这是因为 Vue  会认

为被删除的组件或元素与新添加的组件或元素具有相同的 index ，从而复用之前的组件或元素，
而不是根据具体的变化进行创建或删除。

使用 index  作为 key  和没写基本上没区别，因为不管数组的顺序怎么颠倒， index  都是  0, 
1, 2...  这样排列，导致 Vue  会复用错误的旧子节点，做很多额外的工作。​

👉👉 为什么 Vue 中不要用 index 作为 key？​

用 index  拼接一个随机字符串做 key  可以解决上述的问题吗​
不可以，同样会产生以下问题。

• 不稳定性：随机字符串虽然可以确保 key  的唯一性，但在重新渲染组件或元素时，生成的随机字

符串会发生变化。当组件或元素重新排序、添加或删除时， index  值会被重新分配，从而导致随

机生成的字符串也会发生变化，使得 key  不是稳定的。​

• 性能问题：由于随机生成的字符串是随机的， diff  算法无法利用它们的稳定性进行优化。每次

更新时， Vue  都会认为组件或元素是不同的，导致不必要的重新渲染和更新。​

组件之间的通讯方式有哪些

（1） props / $emit  适用 父子组件通信​

（2） ref  适用 父子组件通信​

• ref ：如果在普通的 DOM  元素上使用，引用指向的就是 DOM  元素；如果用在子组件上，引用

就指向组件实例

（3） $parent  / $children  / $root ：访问父 / 子实例 / 根实例​

（4） EventBus （$emit / $on）  适用于 父子、隔代、兄弟组件通信​

这种方法通过一个空的 Vue  实例作为中央事件总线（事件中心），用它来触发事件和监听事件，从

而实现任何组件间的通信，包括父子、隔代、兄弟组件。

（5） $attrs / $listeners  适用于 隔代组件通信​

• $attrs ：包含了父作用域中不被 prop  所识别 (且获取) 的特性绑定 ( class  和 style  除

外 )。当一个组件没有声明任何 prop  时，这里会包含所有父作用域的绑定 ( class  和 style
 除外 )，并且可以通过 v-bind="$attrs"  传入内部组件。通常配合 inheritAttrs  选项一

起使用。

https://juejin.cn/post/6844904113587634184?searchId=202308080951369C13F3CA1905776EBD33


• $listeners ：包含了父作用域中的 (不含 .native  修饰器的) v-on  事件监听器。它可以通

过 v-on="$listeners"  传入内部组件​

（6） provide / inject  适用于 隔代组件通信​

祖先组件中通过 provide  来提供变量，然后在子孙组件中通过 inject  来注入变量。

provide / inject API  主要解决了跨级组件间的通信问题，不过它的使用场景，主要是子组件

获取上级组件的状态，跨级组件间建立了一种主动提供与依赖注入的关系。

（7） Vuex  适用于 父子、隔代、兄弟组件通信​

Vuex  是一个专为 Vue.js  应用程序开发的状态管理模式。每一个 Vuex  应用的核心就是 

store （仓库）。 store  基本上就是一个容器，它包含着你的应用中大部分的状态 ( state  )。​

• Vuex  的状态存储是响应式的。当 Vue  组件从 store  中读取状态的时候，若 store  中的状

态发生变化，那么相应的组件也会相应地得到高效更新。

• 改变 store  中的状态的唯一途径就是显式地提交 (commit) mutation 。这样使得我们可以
方便地跟踪每一个状态的变化。

（8）插槽​

Vue3  可以通过 usesolt  获取插槽数据。​

（9） mitt.js  适用于任意组件通信​

Vue3  中移除了 $on ， $off 等方法，所以 EventBus  不再使用，相应的替换方案就是 

mitt.js

说一下你对原型和原型链的理解

👉👉 深入JavaScript系列（六）：原型与原型链​

JS  实现继承有哪些方式​
这个知识点平时真不关注，也不用，就答上了原型链继承和 ES6 Class ​

👉👉 js继承的七种方式​

webpack  的构建过程是什么​
Webpack  是一个模块打包工具，它将应用程序的代码及其依赖项打包到一个或多个静态资源

( bundle )中，以便在浏览器中加载。​

Webpack  的构建过程主要包括以下几个步骤：​

• Entry（入口）：指定一个或多个入口文件作为构建的起点， Webpack  会从这些入口文件开始递

归地解析和构建依赖关系。

• Module（模块）：解析入口文件及其依赖的模块。 Webpack  会根据配置中的不同模块规则

（ rules ）来处理不同类型的模块，如 JS  文件、 CSS  文件、图片等。​

https://juejin.cn/post/6844903749345886216
https://link.juejin.cn/?target=https%3A%2F%2Fblog.csdn.net%2Fweixin_45921387%2Farticle%2Fdetails%2F129820000


• Chunk（代码块）：根据模块之间的依赖关系， Webpack  将模块分组成不同的块

（ Chunk ）。一个块可以是一个文件或多个文件组成的一个逻辑单元。

• Loaders（加载器）： Webpack  使用加载器来处理非 JavaScript  文件。加载器允许在打包

过程中对模块进行预处理。例如， Babel loader  可以将 ES6/ES7  代码转换为浏览器可以理

解的 ES5  代码。​

• Plugins（插件）：插件用于执行更广泛的任务和自定义构建过程。它们可以用于优化输出、资源
管理、注入环境变量等。

• Output（输出）：指定打包后的文件输出的位置和命名规则。 Webpack  会将打包后的文件输出

为一个或多个静态资源( bundle )。​

• DevServer（开发服务器）： Webpack  还提供了一个开发服务器( Webpack Dev Server )，

可以在开发过程中实时重新加载文件，使开发更加高效。

在以上步骤完成后，就可以生成一个或多个静态资源(bundle)，准备用于在浏览器中运行应用程序。​

解决跨域有哪些方式

👉👉 九种跨域方式实现原理（完整版）​

get  和 post  请求有什么区别​
GET  和 POST  是两种常见的 HTTP  请求方法，它们有以下区别：​

语义不同：

• GET  请求用于获取服务器上的某个资源，并将其返回给客户端。它是一种幂等的请求，不应该对

服务器产生任何副作用。比如，获取网页内容、获取数据、进行搜索等。

• POST  请求用于向服务器提交数据，请求服务器执行特定的动作，或者在服务器上创建资源。它

可能会对服务器产生副作用，比如添加、更新或删除数据等。

数据位置：

• GET  请求的数据通过 URL  的查询参数传递，会将数据附加在 URL  的末尾，可见于请求的 

URL  中。​

• POST  请求的数据通过请求体（ request body ）中进行传递，不会直接暴露在 URL  中，对

数据的长度和格式没有限制。

数据传输安全性：

• GET  请求的数据以明文形式在 URL  中传输，可能会被缓存、保存在浏览器历史记录或服务器访

问日志中，安全性较低。

• POST  请求的数据通过请求体传输，相对于 GET  请求更加安全，能够降低数据泄漏的风险。​

使用场景：

• GET  请求适用于获取资源、获取数据，比如获取网页内容、获取 API  数据等。​

https://juejin.cn/post/6844903767226351623


• POST  请求适用于提交数据、执行动作，比如表单提交、创建资源、更新数据等。​

总结来说， GET  用于获取数据， POST  用于提交数据或触发服务器上的动作。它们在语义、数据位

置、数据安全性和使用场景等方面有所区别。

localStorage，session，cookie  的区别是什么​
👉👉 理解cookie、session、localStorage、sessionStorage之不同​

promise  是做什么的​
Promise  是 JavaScript  的一种异步编程解决方案，用于处理异步操作和回调函数的复杂性。它

可以用于更优雅地处理异步代码，并且提供了更好的可读性和可维护性。

promise  的实现原理是什么​
👉👉 【面试题解】详解 Promise A Plus ，从规范角度看 Promise​

let,const,var  有什么区别​
（1）块级作用域： 块作用域由 { } 包括， let  和 const  具有块级作用域， var  不存在块级作

用域。块级作用域解决了 ES5  中的两个问题：​

• 内层变量可能覆盖外层变量

• 用来计数的循环变量泄露为全局变量

（2）变量提升： var  存在变量提升， let  和 const  不存在变量提升，即在变量只能在声明之后

使用，否在会报错。

（3）给全局添加属性： 浏览器的全局对象是 window ， Node  的全局对象是 global 。 var  声

明的变量为全局变量，并且会将该变量添加为全局对象的属性，但是 let  和 const  不会。​

（4）重复声明： var  声明变量时，可以重复声明变量，后声明的同名变量会覆盖之前声明的遍

历。 const  和 let  不允许重复声明变量。​

（5）暂时性死区： 在使用 let 、 const  命令声明变量之前，该变量都是不可用的。这在语法上，

称为暂时性死区。使用 var  声明的变量不存在暂时性死区。​

（6）初始值设置： 在变量声明时， var  和 let  可以不用设置初始值。而 const  声明变量必须

设置初始值。

（7）指针指向： let  和 const  都是 ES6  新增的用于创建变量的语法。 let  创建的变量是可

以更改指针指向（可以重新赋值）。但 const  声明的变量是不允许改变指针的指向。​

https://link.juejin.cn/?target=https%3A%2F%2Fblog.csdn.net%2Fqq_35585701%2Farticle%2Fdetails%2F81393361
https://juejin.cn/post/7029517512593113119


数组去重都有哪些方式

这个实现的方式就太多了

• ES6 Set

• 双重循环（ for ， forEach ， filter ， reduce  ， includes  等等任意两种遍历方式的

结合）

B公司​

整体总结

也是远程面试，面试官是一个小姐姐，也是只会问问题的那种，问完技术问题之后，跟我说他们公司

加班挺多的，然后也没有任何加班福利，加班费啊调休啊什么的都没有，最后问我能不能接受加班，

我说接受加班，不接受无偿加班，她就直接挂了，还大言不惭的说我们就是义务加班，然后也没有后

续了。

说点题外话，我对加班这件事情的看法就是只要你给我钱并且不怕我死在公司的话，我可以接受零零

七。但是你什么都不给，让我用爱发电，那我一分钟也不想多干，特殊情况偶尔需要加班那我就当献

爱心了，形成一个固定的义务加班模式那就不太能接受了。

面试题一览

• Vue2  和 Vue3  有什么区别​

• 如何用 CSS  实现一个三角形​



• 有哪些常用的布局方式

• 如何解决浏览器的兼容问题

• JS  有哪些数据类型​

• 如何实现一个深拷贝

• JS  是如何实现继承的​

• 说一下原型和原型链

• new  的过程发生了什么​

• http  有哪些请求方式​

• http  状态码都有哪些， 504  , 302  是什么​

• 项目当中有哪些印象深刻的地方

• vue  如何实现一个自定义指令​

• vue  当中使用了哪些设计模式​

• data  当中数据层级很深的时候，修改数据视图没有更新怎么解决​

Vue2  和 Vue3  有什么区别​
见 A  公司相同面试题​

如何用 CSS  实现一个三角形​
👉👉 【面试技巧】老生常谈之 n 种使用 CSS 实现三角形的技巧​

有哪些常用的布局方式

• 流动布局（Flow Layout）：元素按照文档流从上到下、从左到右进行排列，自动换行。常见的网
页布局默认即为流动布局。

• 弹性盒子布局（Flexbox Layout）：使用 display: flex  将元素的父容器设置为弹性容器，

通过使用弹性盒子属性来实现灵活排列和对齐。弹性盒子布局适用于一维排列的情况，可以轻松实

现常见的水平居中、垂直居中以及等分布局等。

• 网格布局（Grid Layout）：使用 display: grid  将元素的父容器设置为网格容器，通过使用

网格的行（ row ）和列（ column ）的定义来实现多维排列和对齐。网格布局适用于复杂的二维
布局需求，可以实现灵活的行列组合和元素位置控制。

• 定位布局（Positioning Layout）：使用 position  属性和相关的定位值（如 top 、
left 、 right 、 bottom ）来实现元素的绝对或相对定位。通过设置元素的定位属性和数
值，可以将元素放置在指定的位置，并可通过 z-index  调整元素的层叠顺序。​

https://juejin.cn/post/6950081305560219679?searchId=2023080810381444C2E2E9CEB83272B773


• 响应式布局（Responsive Layout）：通过使用媒体查询和百分比/弹性单位等技术，根据设备屏

幕的尺寸和方向调整页面布局，以适应不同的设备和屏幕大小。

这些布局方式可以单独使用，也可以组合使用来实现更复杂和灵活的页面布局效果。

如何解决浏览器的兼容问题

👉👉 浏览器的兼容问题及解决方案整理​

JS  有哪些数据类型​
👉👉 【面试题解】JavaScript数据类型相关的六个面试题​

如何实现一个深拷贝

👉👉 【面试题解】JavaScript的深浅拷贝，如何手写深拷贝？​

JS  是如何实现继承的​
👉👉 js继承的七种方式​

说一下原型和原型链

👉👉 深入JavaScript系列（六）：原型与原型链​

new  的过程发生了什么​
使用 new  运算符创建对象时，会经历以下步骤：​

• 创建一个空对象：创建一个新的空对象，该对象将成为实例化后的对象。

• 将原型连接到对象：将新创建的对象的原型指向构造函数的原型对象，通过原型链实现继承。

• 执行构造函数：将构造函数作为普通函数调用，传入新创建的对象作为执行上下文（ this ）。在
构造函数内部，可以使用 this  关键字引用新创建的对象，并且可以添加实例属性和方法。​

• 返回对象：如果构造函数没有显式返回一个对象，则返回新创建的对象；否则，如果构造函数返回
的是一个对象，则返回该对象。

http  有哪些请求方式​
在 HTTP  中，常见的请求方式有以下几种：​

1. GET：用于获取资源，通过 URL  向服务器请求数据。​

2. POST：用于提交数据，将数据发送到服务器进行处理。​

3. PUT：用于更新服务器上的资源。​

4. DELETE：用于删除服务器上的资源，将指定的资源从服务器上删除。​

https://juejin.cn/post/6972937716660961317?searchId=2023080810413088D1323752A23674B357
https://juejin.cn/post/7028743591551827999
https://juejin.cn/post/7029918376520581151
https://link.juejin.cn/?target=https%3A%2F%2Fblog.csdn.net%2Fweixin_45921387%2Farticle%2Fdetails%2F129820000
https://juejin.cn/post/6844903749345886216


5. PATCH：用于对资源进行局部更新，只更新部分字段。​

6. OPTIONS：用于获取服务器支持的请求方法，客户端可以使用 OPTIONS  请求来了解服务器支持

哪些方法。

7. HEAD：与 GET  类似，但不返回实际内容，只返回响应头信息。通常用于检查资源的元数据，如

是否修改过或是否存在等。

http  状态码都有哪些， 504  , 302  是什么​
状态码第一位数字决定了不同的响应状态，如下：

• 1 表示消息​

• 2 表示成功​

• 3 表示重定向​

• 4 表示请求错误​

• 5 表示服务器错误​

1xx​

代表请求已被接受，需要继续处理，这类响应是临时响应，只包含状态行和某些可选的响应信息，并

一空行结束

常见的有：

• 100  （客户继续发送请求，这是临时响应） 这个临时响应是用来通知客户端它的部分请求已经被

服务器接收，且仍未被拒绝。客户端印当据需发送请求的剩余部分，或者如果请求已经完成，忽略

这个响应，服务器必须在请求完成后向客户端发送一个最终响应

• 101  服务器根据客户端的请求切换协议，主要用于 websocket  或 HTTP2  升级​

2xx​

代表请求已成功被服务器接收，处理，并接受

• 200  （成功） 请求已成功，请求所希望的响应头或数据体将随此响应返回​

• 201  （已创建）请求成功并且服务器创建了新的资源​

• 202  （已创建）服务器已经接受请求，但尚未处理​

• 203  （非授权信息）服务器已成功处理请求，但返回的信息可能来自另一来源​

• 204  （无内容）服务器成功处理请求，但没有返回任何内容​

• 205  （重置内容）服务器成功处理请求，但没有返回任何内容​

• 206  （部分内容）服务器成功处理了部分请求​

3xx​

表示要完成请求，需要进一步操作，通常这些状态代码用来重定向



• 300  （多种选择）针对请求，服务器可执行多种操作。​

• 301  （永久移动）请求的网页已永久移动到新位置。​

• 302  （临时移动）服务器目前从不同位置的网页响应请求，但请求者应该继续使用原有位置来进

行以后的请求

• 303  （查看其它位置）请求者应当对不同位置使用单独的 GET  请求来检索响应时，服务器返回

此代码

• 305  （使用代理）请求者只能使用代理访问请求的网页。​

• 307  （临时重定向）服务器目前从不同位置的网页响应请求，但请求者应继续使用原有位置来进

行以后的请求

4xx​

代表了客户端看起来可能发生了错误，妨碍了服务器的处理

• 400  （错误请求）服务器不理解请求的语法​

• 401  （未授权）请求要求身份验证。​

• 403  （禁止）服务器拒绝请求​

• 404  （未找到）服务器找不到请求的网页​

• 405  （方法禁用）禁用请求中指定的方法​

• 406  （不接受）无法使用请求的内容特性响应请求的网页​

• 407  （需要代理授权）此状态代码与 401 （未授权）类似，但指定请求者应当授权使用代理​

• 408  （请求超时）服务器等候请求时发生超时​

5xx​

表示服务器无法完成明显有效的请求。这类状态代码代表了服务器在处理请求的过程中有错误或异常

状态发生

• 500  （服务器内部错误）服务器遇到错误，无法完成请求​

• 501  （尚未实施）服务器服务器不具备完成请求的功能​

• 502  （错误网关）服务器作为网关或代理，从上游服务器收到无效响应​

• 503  （服务不可用）服务器目前无法使用，（由于超载或停机维护）​

• 504  （网关超时）服务器作为网关或代理，但是没有及时从上游服务器收到请求​

• 505  （ HTTP  版本不受支持）服务器不支持请求中所用的 HTTP  协议版本​

项目当中有哪些印象深刻的地方

没有啥印象深刻的地方🤣🤣​



vue  如何实现一个自定义指令​

自定义指令是 vue  对 HTML  元素的扩展，给 HTML  元素增加自定义功能。 vue  编译 DOM  时，

会找到指令对象，执行指令的相关方法。

自定义指令有五个生命周期

• bind：只调用一次，指令第一次绑定到元素时调用。在这里可以进行一次性的初始化设置。​

• inserted：被绑定元素插入父节点时调用 (仅保证父节点存在，但不一定已被插入文档中)。​

• update：被绑定于元素所在的模板更新时调用，而无论绑定值是否变化。通过比较更新前后的绑
定值，可以忽略不必要的模板更新。

• componentUpdated：被绑定元素所在模板完成一次更新周期时调用。​

• unbind：只调用一次，指令与元素解绑时调用。​

vue  当中使用了哪些设计模式​

• 观察者模式（Observer Pattern）： Vue  使用观察者模式来实现数据绑定和响应式更新。 Vue  

中的数据和视图是通过观察者模式进行绑定，当数据发生变化时，会通知视图进行更新。

• 发布订阅模式（Publish-Subscribe Pattern）： Vue  也使用了发布订阅模式来实现组件间的通

信。 Vue  实例通过 $emit  方法发布事件，其他组件通过 $on  方法订阅事件，从而实现了解耦

和灵活的组件通信。

• 工厂模式（Factory Pattern）：在 Vue  中，组件的创建使用了工厂模式。 Vue  组件是通过 

Vue.extend  方法创建的构造函数，然后使用 new  关键字实例化组件对象。​

• 装饰器模式（Decorator Pattern）： Vue  中的指令、计算属性、过滤器等功能都使用了装饰器

模式来扩展组件的功能。通过在组件上添加不同的装饰器，可以实现不同的功能。

• 单向数据流模式（One-Way Data Flow Pattern）： Vue  推崇单向数据流，即数据从父组件向子

组件传递，子组件通过 props  接收父组件的数据，子组件不能直接修改父组件数据，通过触发事

件的方式向父组件传递数据变化。

data  当中数据层级很深的时候，修改数据视图没有更新怎么解决​
Vue  默认只会对已经存在的属性进行响应式处理。所以当添加一个新的属性时， Vue  无法检测到这

个变化

使用 Vue.set()  或 vm.$set()  方法进行属性添加​

C公司​

整体总结



这家约面试的时候，还没来北京，所以是在线上面的。公司是研究脑机接口的，听起来很高级。面试

我的应该是一个领导吧，好像没有专业的前端，整个过程五十分钟，有四十分钟在听他给我吹牛逼，

剩下的十分钟就是问我以前做的一些项目，是什么方向的，面向人群是什么，跟技术相关的几乎没

有，也没有后续，我猜他们是想找一个经验丰富的大佬独当一面，觉得我不太能担任起来吧。

D公司​

整体总结

面试官是结合项目进行提问的，比如看到我项目用了 nuxt ，就提问一些 nuxt  的问题，然后看我

做过移动端，就问一下移动端的问题，面试的过程更倾向于去了解你做过什么项目，在项目中运用了

哪些技术和能力，个人更偏向于这种面试方式，比八股文强，大多都是项目相关的问题，所以面试题

不多。

面试题一览

• Nuxt  和 Vue  有什么区别​

• 哪些生命周期在服务端执行，哪些在客户端执行

• 如何进行移动端适配

• 移动端 1px  问题如何解决​

• 什么是 BFC ​

• flex  布局有哪些属性​

• es6  有哪些常用的特性​

• 箭头函数和普通函数有什么区别

• import  和 require  有什么区别​

• Vue3  和 Vue2  的区别​

• express ， koa ，和 egg  有什么异同​

• 防抖和节流

• 什么是闭包

• 闭包会导致什么问题

• 浏览器缓存机制

• 最近正在学习的有哪些

Nuxt  和 Vue  有什么区别​
Nuxt.js  是 基于 Vue.js  的一个扩展框架，它在 Vue  的基础上提供了更多的功能和约定，用于

构建更复杂的服务端渲染（ SSR ）应用



哪些生命周期在服务端执行，哪些在客户端执行

👉👉 【Nuxt】这样理解Nuxt的生命周期真是太棒了​

如何进行移动端适配

👉👉 移动端适配的5种方案​

👉👉 我要怎么才能实现：移动端的适配操作？​

移动端 1px  问题如何解决​
👉👉 为什么会存在1px问题？怎么解决？​

什么是 BFC ​
👉👉 【面试题解】CSS布局，定位布局，浮动布局，BFC,IFC,FFC,GFC

flex  布局有哪些属性​
👉👉 「一劳永逸」48张小图带你领略flex布局之美​

es6  有哪些常用的特性​
👉👉 阮一峰ES6 入门教程​

箭头函数和普通函数有什么区别

• 箭头函数使用简洁的语法来定义函数，省略了 function  关键字和大括号。如果只有一个参数，

还可以省略括号

• 箭头函数没有自己的 this  绑定，它会捕获定义时的上下文的 this  值，因此在箭头函数中使

用的 this  是指向当前所处的词法作用域的 this ，而不是像普通函数那样根据函数的调用方式
而确定 this ​

• arguments  对象：普通函数内部可以使用 arguments  对象来访问所有传递给函数的参数，

但是箭头函数没有自己的 arguments  对象。如果需要访问参数，可以使用 rest  参数语法​

import  和 require  有什么区别​
import  是 ESM  中的模块导入语法，使用关键字 import  加上模块路径来导入模块。例如：​

import { something } from 'module';1

而 require  是 CommonJS  中的模块导入语法，使用 require  函数来导入模块。例如：​

https://link.juejin.cn/?target=https%3A%2F%2Fblog.csdn.net%2Fbaidu_36511315%2Farticle%2Fdetails%2F118415482
https://juejin.cn/post/6953091677838344199?searchId=2023080810575866ACC79E5852A175BBDC
https://link.juejin.cn/?target=https%3A%2F%2Fmp.weixin.qq.com%2Fs%2FWLjScwNRTFJI84TWf08eLw
https://juejin.cn/post/7084220221505929230?searchId=20230808110130C0090F9736A99C78710F
https://juejin.cn/post/7026276336687644680
https://juejin.cn/post/6866914148387651592
https://link.juejin.cn/?target=https%3A%2F%2Fes6.ruanyifeng.com%2F


const something = require('module');1

import  和 require  实现了相同的功能，即将一个模块引入到当前模块中。但是， import  语

句在导入模块时会进行静态解析，通过静态分析代码来确定导入的模块，只能在顶层使用，不能在条

件语句或循环中使用。而 require  函数在运行时根据传入的模块路径动态加载模块，可以在代码的

任何位置使用。

Vue3  和 Vue2  的区别​
见 A  公司相同面试题​

express， koa，和 egg  有什么异同​

• express  是最早发布的 Node.js Web  框架之一，它提供了一个简单而灵活的方式来构建 

Web  应用程序。它具有中间件架构，开发者可以根据需要自由组合中间件，实现各种功能。​

• koa  是由 express 的原作者设计的新一代框架，它借鉴了许多 express 的优点，并在开发体
验和性能方面进行了改进。相对于 express ， koa 更注重异步操作的处理，通过
async/await 语法来简化异步流程控制。

• egg  是一个企业级的 Node.js  框架，它以 koa 为基础，提供了更多的约定和功能，适用于构
建复杂的大型应用程序。 egg 包含了很多可插拔的插件，如安全、认证、缓存等，开发者可以根
据需要选择安装使用。

防抖和节流

👉👉 手把手教你轻松手写防抖和节流​

什么是闭包

👉👉 【面试题解】初识 JavaScript 闭包​

闭包会导致什么问题

👉👉 万恶的前端内存泄漏及万善的解决方案​

浏览器缓存机制

👉👉 一文读懂浏览器缓存​

最近正在学习的有哪些

学什么就说什么呗，没学就要说自己已经会的

E公司​
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https://juejin.cn/post/6911482888491892749?searchId=2023080814090251D4E992AB4FC7948148


整体总结

这家公司其实准备了机考题，但我当时是用手机进行的面试，所以不太方便敲代码，然后就改成了面

试官口述，我嘴答，但面试完之后感觉就算是上机我也答不出来几个。基本上都是一些场景题，还是

挺难的，有很多平时都是用第三方库，也没研究过怎么实现的，经过这次面试，也认识到自己的不

足，以后有时间还是要看一看这些工具库的源码。

面试题一览

• 使用 CSS  实现一个可滚动的列表选中视图中的前三个赋予单独的样式​

• 使用 CSS  实现一个弹窗，弹窗的内容文案少的时候是居中的，文案多的时候是换行左对齐的​

• 把一个 div  做成宽高比 4:3  的矩形，距离屏幕两边有 50px  的距离​

• 实现一个 sleep  方法​

• 实现一个 confirm  组件，通过 res = await this.$refs.confirm.show()  方法的返

回值 res  获取到用户点击的是确认按钮还是取消按钮​

• 然后是一个手写函数柯里化的问题

• 问了几个 http  状态码的含义​

• http2  相比于 http1  做了哪些升级​

• http  缓存策略，缓存策略两个字段之间的关系是什么​

• 链表和数组有什么区别

使用 CSS  给一个列表的前三个赋予单独的样式​
使用 nth-child(-n+3) ​

使用 CSS  实现一个弹窗，弹窗的内容文案少的时候是居中的，文案多的
时候是换行左对齐的

/*当文字为一行是，则P的宽度小于div的宽度，p标签居中显示在盒子内，文字也就居中了 ;当大于一
行时，P的宽度和div的宽度是一致的 ,文字就居左对齐了*/​
.content {  
 width: 200px; 
 border: 1px solid #ee2415; 
 text-align: center  ;
 padding: 2px 5px
}
/*display: inline-block使P的宽度根据文字的宽度伸缩 */​
.content p {  
  text-align: left; 
  display: inline-block
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把一个 div  做成宽高比 4:3  的矩形，距离屏幕两边有 50px  的距离​
padding  的尺寸可以根据元素的宽度进行计算，所以只需要保证 padding-top  和 width  的比

例是 4:3  就行了。​

width：100%；
margin：0 50px；
padding-top：75%

1
2
3

实现一个 sleep  方法​

const imitateDelay = (timeout) =>
  new Promise((resolve) => {
    const timeoutHandle = setTimeout(() => {
      clearTimeout(timeoutHandle);
      resolve();
    }, timeout);
  });
  
async function test() {
  console.log('The first log');
  await imitateDelay(1000);
  console.log('The second log with 1000 ms delay'); // => 1000 毫秒后输出 The 
second log with 1000 ms delay
}
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实现一个 confirm  组件，通过 res = await 
this.$refs.confirm.show()  方法的返回值 res  获取到用户点击的
是确认按钮还是取消按钮

这个问题当时是不会的，回来以后查资料才实现了，就是把 promise  的 resolve  和 reject  

另存起来，在需要时调用

<div class="confirm" v-show="showConfirm">
  <div class="confirm-content">
     <p>确认要执行此操作吗？</p>
     <div class="confirm-buttons">

1
2
3
4



         <button class="confirm-btn" @click="handleConfirm">确认</button>
         <button class="cancel-btn" @click="handleCancel">取消</button>
     </div>
   </div>
</div>

 data() {
    return {
      showConfirm: false,
      resolve: null,
      reject: null
    };
  },
  methods: {
    show() {
      this.showConfirm = true;
      return new Promise((resolve, reject) => {
        this.resolve = resolve;
        this.reject = reject;
      });
    },
    handleConfirm() {
      this.resolve(true); // 用户点击了确认按钮​
      this.showConfirm = false;
    },
    handleCancel() {
      this.resolve(false); // 用户点击了取消按钮​
      this.showConfirm = false;
    }
  },
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然后是一个手写函数柯里化的问题

👉👉 「前端进阶」彻底弄懂函数柯里化​

问了几个 http  状态码的含义​
见 B  公司相同面试题​

http2  相比于 http1  做了哪些升级​
👉👉 解读 HTTP1/HTTP2/HTTP3​

http  缓存策略，缓存策略两个字段之间的关系是什么​

https://juejin.cn/post/6844903882208837645
https://juejin.cn/post/6995109407545622542?searchId=202308081417420E0EEC5074CCE7940B48


👉👉 一文读懂浏览器缓存​

链表和数组有什么区别

不知道，算法和数据结构都没了解过，所以说我进不了大厂。

F公司​

整体总结

两个面试官，一个问项目上的，一个问技术，问的都挺简单的，没有什么特别之处。

面试题一览

• Vue3  和 Vue2  有什么区别​

• es6  有哪些新的特性​

• 给我展示了一段代码，让我说输出顺序，其实考的就是事件循环

• Vuex  由哪几部分组成​

• a  标签打开一个新页面如何把 sessionstorage  给带过去​

• 说一下 Vue  的虚拟 dom ​

• 说一下项目当中有哪些优化方式

• 有没有封装过 axios ​

• 如何解决跨域问题

Vue3  和 Vue2  有什么区别​
见 A  公司相同面试题​

es6  有哪些新的特性​
👉👉 阮一峰ES6 入门教程​

给我展示了一段代码，让我说输出顺序，其实考的就是事件循环

👉👉 做一些动图，学习一下EventLoop​

Vuex  由哪几部分组成​
有五种，分别

• State：定义了应用状态的数据结构，可以在这里设置默认的初始状态。​

https://juejin.cn/post/6911482888491892749?searchId=2023080814090251D4E992AB4FC7948148
https://link.juejin.cn/?target=https%3A%2F%2Fes6.ruanyifeng.com%2F
https://juejin.cn/post/6969028296893792286


• Getter：允许组件从 Store  中获取数据， mapGetters  辅助函数仅仅是将 store  中的 

getter  映射到局部计算属性。​

• Mutation：是唯一更改 store  中状态的方法，且必须是同步函数。​

• Action：用于提交 mutation ，而不是直接变更状态，可以包含任意异步操作。​

• Module：允许将单一的 Store  拆分为多个 store  且同时保存在单一的状态树中。​

👉👉 【初学者笔记】一文学会使用Vuex​

a  标签打开一个新页面如何把 sessionstorage  给带过去​
使用参数

<a href="`newpage.html?sessionData=${sessionStorage.getItem('sessionData')}`">打
开新页面</a>

1

说一下 Vue  的虚拟 dom ​
👉👉 深入剖析：Vue核心之虚拟DOM​

说一下项目当中有哪些优化方式

👉👉 前端性能优化 24 条建议​

有没有封装过 axios ​
这个封装方式就太多了，但我只封装过 JS  的， TS  搞不明白​

👉👉 不要再被误导了，封装 Axios 只看这一篇文章就行了​

👉👉 在项目中用ts封装axios，一次封装整个团队受益​

如何解决跨域问题

👉👉 九种跨域方式实现原理（完整版）​

G公司​

整体总结

远程，面试官说看了我的掘金，内容挺多的，就简单面试点吧，然后面试了半小时😊，不过确实八股

文没问多少，主要都在跟我聊项目。

面试题一览

https://juejin.cn/post/6973848448080543758
https://juejin.cn/post/6844903895467032589?searchId=20230808145527EDA24B33BE68459B4156
https://juejin.cn/post/6892994632968306702
https://juejin.cn/post/7053471988752318472
https://juejin.cn/post/7071518211392405541
https://juejin.cn/post/6844903767226351623


• es6  常用的内容有哪些​

• 箭头函数和普通函数有什么区别

• Vue  的双向绑定原理​

• 说一下 MVVM  模式​

• 父子组件生命周期的渲染顺序

• 项目中哪些生命周期比较常用，有哪些场景

• vue  的 nextTick  原理是什么​

• 说一下事件循环机制

• Vue  组件之间通讯的方式有哪些​

es6  常用的内容有哪些​
👉👉 阮一峰ES6 入门教程​

箭头函数和普通函数有什么区别

见 D  公司相同面试题​

Vue  的双向绑定原理​
👉👉  Vue双向数据绑定原理​

说一下 MVVM  模式​
👉👉  看完这篇关于MVVM的文章，面试通过率提升了80%​

父子组件生命周期的渲染顺序

Vue  的父组件和子组件生命周期钩子函数执行顺序可以归类为以下 4 部分：​

• 加载渲染过程 父beforeCreate  -> 父created  -> 父beforeMount  -> 子

beforeCreate  -> 子created  -> 子beforeMount  -> 子mounted  -> 父mounted ​

• 子组件更新过程 父beforeUpdate  -> 子beforeUpdate  -> 子updated  -> 父updated ​

• 父组件更新过程 父beforeUpdate  -> 父updated ​

• 销毁过程 父beforeDestroy  -> 子beforeDestroy  -> 子destroyed  -> 父destroyed ​

项目中哪些生命周期比较常用，有哪些场景

• created  获取数据​

• mounted  操作 dom ​

https://link.juejin.cn/?target=https%3A%2F%2Fes6.ruanyifeng.com%2F
https://juejin.cn/post/7142532417834713102?searchId=202308081501288754F5294FB1CC98EEA7
https://juejin.cn/post/6844903605414133773?searchId=20230808150256E32DC68EDB4FDB9B2BBC


• beforedestroy  销毁一些实例，定时器​

vue  的 nextTick  原理是什么​
Vue  的 nextTick  方法用于在下次 DOM  更新循环结束之后执行延迟回调。它的原理如下：​

• 当你调用 Vue  实例的 nextTick  方法时， Vue  会将传入的回调函数放入一个待执行的回调队

列中。

• 在同一个 tick  内，如果多次调用了 nextTick ， Vue  会将这些回调函数都放入同一个队列

中。

• 当 tick  循环开始时， Vue  会先执行同步任务，然后进行异步任务的处理，其中就包括执行 

nextTick  队列中的回调函数。​

• Vue  会根据浏览器支持情况使用不同的异步延迟策略，如微任务（ Promise 、
MutationObserver ）或宏任务（ setImmediate 、 setTimeout ）来处理异步任务。

• 在下次 tick  循环结束之后， DOM  更新完成， Vue  会执行 nextTick  队列中的所有回调函

数。

这样，你可以通过 nextTick  方法来确保在 Vue  完成 DOM  更新之后再执行一些操作，例如访问

更新后的 DOM 、执行某些操作依赖于更新后的数据等。​

说一下事件循环机制

👉👉 做一些动图，学习一下EventLoop​

Vue  组件之间通讯的方式有哪些​
见 A  公司相同面试题​

H公司​

整体总结

这个公司在 boss  上聊天的时候，就先给你发来一堆问题，然后才约面试。看了发过来的问题，我以

为面试会更有难度，没想到面试反而简单的一批。

面试题一览

boss  上发给我的问题​

• 请问您曾使用过 Vue.js  和 React  框架开发过哪些项目？请简要描述项目背景和您的主要职

责。

• 您是否熟悉 Vue2  和 Vue3  ？请简要介绍这两个版本的主要区别。​

• 您是否有使用 CDN  加速静态资源的经验？请简要描述在项目中如何实现 CDN  加载。​

https://juejin.cn/post/6969028296893792286


• 请问您如何使用 Webpack  进行项目打包、优化和部署？请举例说明在项目中如何实现压缩和优

化。

• 请描述您在进行前端性能优化时，采用的一些策略和技巧。

• 如何解决不同浏览器的兼容性问题？请提供一些实际例子。

• 请介绍一下您在项目中封装过的通用组件，并描述它是如何实现的。

• 假设您需要优化一个电商首页的性能，您会采取哪些策略？请举例说明。

• 请详细介绍您在项目中实现图片懒加载的方法。

• 在您的项目中，如何实现首页内容的分模块异步加载？请举例说明。

实际面试的问题

• 在 vue  中切换页面如何保存状态​

• Vue3  和 Vue2  有什么区别（没错，又问了一遍）​

• 扩展运算符是什么

• a  是一个空对象，打印 a.b  是什么， a.b.c  是什么​

• 如何不报错

• 如何交换两个变量的值

• 如何获取两个数组之间不同的元素

• 三个盒子如何实现左边两个右边一个

• html  里的 meta  字段都有哪些内容​

• 浏览器缓存策略

• 什么是闭包，会导致什么问题

• 如果排查内存泄漏

CDN 加速静态资源​

👉👉 一文明白CDN加速是个啥​

Webpack  打包、优化和部署​
👉👉 当面试官问Webpack的时候他想知道什么​

👉👉 玩转 webpack，使你的打包速度提升 90%​

前端性能优化

👉👉 前端性能优化 24 条建议（2020）​

浏览器的兼容性问题

https://juejin.cn/post/7033647393589428231?searchId=20230808165755E5ED5902D97D2FABE315
https://juejin.cn/post/6943468761575849992
https://juejin.cn/post/6844904071736852487
https://juejin.cn/post/6892994632968306702


👉👉 浏览器的兼容问题及解决方案整理​

图片懒加载

• 最简单的实现方式是给 img  标签加上 loading="lazy" ​

• 把图片的地址放入到 data-src  属性里，然后监听图片是否进入可视区域内，把 data-src  

赋值给 src ​

如何实现首页内容的分模块异步加载

使用异步组件

在 vue  中切换页面如何保存状态​
使用 keep-alive ​

keep-alive  是 Vue  内置的一个组件，可以使被包含的组件保留状态，避免重新渲染 ，其有以下

特性：

• 一般结合路由和动态组件一起使用，用于缓存组件；

• 提供 include  和 exclude  属性，两者都支持字符串或正则表达式， include  表示只有名

称匹配的组件会被缓存， exclude  表示任何名称匹配的组件都不会被缓存 ，其中 exclude  的

优先级比 include  高；​

• 对应两个钩子函数 activated  和 deactivated  ，当组件被激活时，触发钩子函数 

activated ，当组件被移除时，触发钩子函数 deactivated 。​

Vue3  和 Vue2  有什么区别（没错，又问了一遍）​
见 A  公司相同面试题​

扩展运算符是什么

👉👉 ES6中解构、扩展运算符和rest运算符​

a  是一个空对象，打印 a.b  是什么， a.b.c  是什么​

• a.b ： undefined ​

• a.b.c ： 报错​

如何不报错

使用可选链操作符 ?. ， a?.b?.c ​

如何交换两个变量的值

https://juejin.cn/post/6972937716660961317?searchId=2023080810413088D1323752A23674B357
https://juejin.cn/post/6847902215584251918?searchId=2023080815243323F12DF1FE95259E592B


👉👉 10种JavaScript交换值的方法​

如何获取两个数组之间不同的元素

const getDifferenceFrom = (arr1, arr2) => {
  const values = new Set(arr2);
  return arr1.filter((element) => !values.has(element));
};

1
2
3
4

三个盒子如何实现左边两个右边一个

flex  布局给左边两个盒子再套一层容器，使用  justify-content: space-between; ​

html  里的 meta  字段都有哪些内容​
👉👉 HTML  标签​

浏览器缓存策略

👉👉 一文读懂浏览器缓存​

什么是闭包，会导致什么问题

👉👉 【面试题解】初识 JavaScript 闭包​

如果排查内存泄漏

👉👉 万恶的前端内存泄漏及万善的解决方案​

I公司​

整体总结

问了项目中什么技术栈，用过 Vue3  么，搭建项目的工具掌握么，有没有自己封装过插件和组件，能

不能独立完成项目。面试官说话得喝的，给我一种他很骄傲的感觉，可能是性格如此。

面试题一览

• 组件间传值的方式有哪些

• 讲一下 Vue  指令，如何添加自定义指令​

• 如何处理用户权限

• Vue3  和 Vue2  有什么区别​

https://link.juejin.cn/?target=https%3A%2F%2Fmp.weixin.qq.com%2Fs%3F__biz%3DMjM5MDA2MTI1MA%3D%3D%26mid%3D2649098804%26idx%3D1%26sn%3Db6cc76a848322e8d0dab48f456f15cff%26chksm%3Dbe582d99892fa48f8f61e4ec24baaee9abeadfc382fbad65a6dd6974d8b85f707d8317189229%26scene%3D27
https://link.juejin.cn/?target=https%3A%2F%2Fwww.w3school.com.cn%2Ftags%2Ftag_meta.asp
https://juejin.cn/post/6911482888491892749?searchId=2023080814090251D4E992AB4FC7948148
https://juejin.cn/post/7005497140390821895
https://juejin.cn/post/6914092198170460168?searchId=202308081408360DB808976E898D94779B


• promise resolve  之后的代码还会执行吗​

• 解构赋值是深拷贝还是浅拷贝

• 如何实现单行/多行文本溢出的省略样式​

组件间传值的方式有哪些

见 A  公司相同面试题​

讲一下 Vue  指令，如何添加自定义指令​
见 B  公司相同面试题​

如何处理用户权限

可以使用 VueRouter  的路由守卫来做权限管理​

Vue3  和 Vue2  有什么区别​
见 A  公司相同面试题​

promise resolve  之后的代码还会执行吗​
会

解构赋值是深拷贝还是浅拷贝

浅拷贝

如何实现单行/多行文本溢出的省略样式​

👉👉 如何实现单行／多行文本溢出的省略样式？​

J公司​

整体总结

J  公司，知名外包公司 XX国际，上一次在大连的时候也参加过他家的面试，问的问题就是那种找能

干活的人，问的都是简单的八股文，还有我之前项目是怎么搭建的，面试过程挺顺利的，后面让我写

安哥拉，我就拒绝了。

面试题一览

• css  选择器的权重​

• css  中有哪些隐藏元素的方法​

https://link.juejin.cn/?target=https%3A%2F%2Ffe.ecool.fun%2Ftopic%2Fcae03999-2c1e-4ecc-9c66-10c0714c61d6%3ForderBy%3DupdateTime%26order%3Ddesc%26tagId%3D11


• es6  有哪些处理数组的方法​

• 如何实现数组去重

• 什么是深拷贝浅拷贝，如何实现深拷贝

• 项目中如何做优化的

• 数据的类型一共有几种

• 实现一个首字母转大写的函数

• for of  和 for in  的区别​

css  选择器的权重​
👉👉 【面试题解】前端人必须掌握的13种CSS选择器​

css  中有哪些隐藏元素的方法​
👉👉 CSS中，有哪些方式可以隐藏页面元素？有什么区别​

es6  有哪些处理数组的方法​
👉👉 【面试题解】你了解JavaScript常用的的十个高阶函数么?​

如何实现数组去重

见 A  公司相同面试题​

什么是深拷贝浅拷贝，如何实现深拷贝

👉👉 【面试题解】JavaScript的深浅拷贝，如何手写深拷贝？​

项目中如何做优化的

👉👉 前端性能优化 24 条建议（2020）​

数据的类型一共有几种

👉👉 【面试题解】JavaScript数据类型相关的六个面试题​

实现一个首字母转大写的函数

const capitalizeWord = (string) => string.replace(/\b[a-z]/g, (letter) => 
letter.toUpperCase());

1

2

https://juejin.cn/post/7025555939663183908
https://link.juejin.cn/?target=https%3A%2F%2Ffe.ecool.fun%2Ftopic%2F3a6b4cce-0829-42dc-9629-c97fa85312f0%3ForderBy%3DupdateTime%26order%3Ddesc%26tagId%3D11
https://juejin.cn/post/7028385753042255909
https://juejin.cn/post/7029918376520581151
https://juejin.cn/post/6892994632968306702
https://juejin.cn/post/7028743591551827999


for of  和 for in  的区别​
for of 和 for in 是两种不同的循环语句，用于遍历可迭代对象和枚举对象的属性，它们的区别
如下：

• 遍历的对象类型不同：

◦ for of ：用于遍历可迭代对象，如数组、字符串、 Set 、 Map  等。​

◦ for in ：用于遍历对象的可枚举属性，包括继承而来的属性。

• 遍历的内容不同：

◦ for of ：用于遍历可迭代对象中的元素值。

◦ for in ：用于遍历对象的键名，即属性名。

• 遍历顺序不同：

◦ for of ：按照迭代器对象定义的顺序，从前往后依次遍历。

◦ for in ：遍历对象的属性名时，顺序不确定，可能是随机的。

• 可以使用的对象类型不同：

◦ for of ：适用于可迭代对象，如数组、字符串、 Set 、 Map  等。​

◦ for in ：适用于所有对象，包括普通对象、数组、字符串等。

K公司​

整体总结

先让我讲了讲我 GitHub  上的几个开源项目，然后又看了看我的掘金。说我平时挺爱学习和研究东

西的。问我最近在看什么，我说微前端，然后聊了聊微前端。后来又问了一些技术问题。

面试题一览

• 常见的水平垂直居中实现方案

• CSS3  中的伪类和伪元素的区别​

• 解释一下浏览器中的同源策略

• 什么是事件冒泡和事件捕获，如何阻止事件冒泡

• 什么是事件委托

• 对比 call  和 apply  的作用和区别​

• Vue3  和 Vue2  有什么区别（我都答烦了）​

• teleport  组件是干什么用的​

• vue3  实现一个用于表格分页的 hook ​



常见的水平垂直居中实现方案

👉👉 【面试题解】宽高固定的12种和宽高不固定的29种CSS居中方案​

CSS3  中的伪类和伪元素的区别​
在 CSS  中，伪类和伪元素都是用来选择 DOM  元素的特殊方式，但它们有一些区别。​

伪类是用于选择文档树中的某些特定状态的元素，例如 hover 、 active 、 visited 等。它们是
以冒号（:）表示的，并通过在选择器中添加伪类来使用。伪类的语法是在选择器后面使用冒号加上伪

类的名称，比如 a:hover 、 input:checked 等。

伪元素用于在文档中的某些特定位置插入内容，例如在元素的前面、后面、内部的某个位置。它们是

以双冒号（::）表示的，并通过在选择器中添加伪元素来使用。伪元素的语法是在选择器后面使用双冒

号加上伪元素的名称，比如 ::before 、 ::after 等。

总的来说，伪类用于选择元素的某种状态，而伪元素用于插入额外的内容或样式。使用伪类可以改变

元素的样式，使用伪元素可以在元素的特定位置插入内容。

解释一下浏览器中的同源策略

同源策略是浏览器中一种安全机制，用于限制不同源（域名、协议、端口）之间的交互。同源策略的

目的是防止恶意网站通过脚本访问其他网站的敏感数据或执行恶意操作。

同源策略实行以下限制：

1. Cookie 、 LocalStorage  和 IndexDB  等存储在浏览器中的数据只能在同源网站中共享。​

2. JavaScript  脚本只能访问同源网站的 DOM ，不能读取或修改不同源网站的 DOM 。​

3. XMLHttpRequest  和 Fetch  等网络请求只能发起同源请求，不能访问不同源的接口。​

4. iframe  内嵌的网页只能与父页面同源的网页进行交互。​

但是，如果目标网站明确设置了允许跨域访问的响应头（ CORS ），那么浏览器将允许跨源请求。

同源策略的作用在于保护用户的隐私和安全，防止恶意网站获取另一个网站的敏感数据，并防止 

CSRF （跨站请求伪造）等网络攻击。但同时也使得不同源的网站之间受限，为了实现跨域数据的交
互，需要使用其他的机制， 如CORS 、 JSONP 、代理等。

什么是事件冒泡和事件捕获，如何阻止事件冒泡

事件冒泡和事件捕获是两种不同的事件传播机制。

事件冒泡是指当一个元素触发(或接受到)某个事件时，该事件会从最内层的元素向父元素一级一级地传

播，直到传播到最外层的元素。在事件冒泡过程中，事件会经过每个祖先元素，父元素会先接收到该

事件，然后是祖父元素，依次向上。

事件捕获是指当一个元素触发(或接受到)某个事件时，该事件会从最外层的元素开始，逐级向内层元素

传播，直到传播到最内层的元素。在事件捕获过程中，事件会经过每个祖先元素，最内层的元素会先

接收到该事件。

https://juejin.cn/post/7026619878484213797


阻止事件冒泡，可以使用事件对象的 stopPropagation() 方法。这个方法可以阻止事件继续向上
层元素传播，即停止事件在 DOM  树上的冒泡过程。例如：​

element.addEventListener('click', function(event) {
  event.stopPropagation();
});

1
2
3

需要注意的是，阻止事件冒泡只会影响到父级元素的事件监听器，不会影响当前元素本身上的其他事

件监听器。

什么是事件委托

事件委托（ Event delegation ）是一种将事件处理程序绑定到其父元素上，从而利用事件冒泡机
制来处理其子元素上发生的事件的技术。

常见的事件绑定方式是将事件处理程序直接绑定到特定的元素上，例如：

var button = document.getElementById('myButton');
button.addEventListener('click', function() {
  console.log('Button clicked!');
});

1
2
3
4

然而，当有大量的子元素需要触发相同事件时，为每个子元素都绑定事件处理程序可能会导致性能问

题。这时候可以利用事件委托，将事件处理程序绑定到共同的父元素上，通过事件冒泡机制捕获并处

理子元素上的事件，例如：

var parent = document.getElementById('parentElement');
parent.addEventListener('click', function(event) {
  var target = event.target;
  if (target.tagName === 'BUTTON') {
    console.log('Button clicked!');
  }
});

1
2
3
4
5
6
7

在这个例子中，父元素 parentElement 上绑定了 click 事件处理程序，当用户点击子元素
button 时，事件会冒泡到父元素，并在父元素上触发 click 事件处理程序。通过判断
event.target 来确定用户点击的是哪个子元素。

事件委托的优点是减少了事件处理程序的数量，提高了性能，并且能够动态地处理新增的子元素。



对比 call  和 apply  的作用和区别​

👉👉 【面试题解】你了解call，apply，bind吗？那你可以手写一个吗？​

Vue3  和 Vue2  有什么区别（我都答烦了）​
见 A  公司相同面试题​

teleport  组件是干什么用的​
把 teleport  组件包裹的内容传送到指定的节点中​

vue3  实现一个用于表格分页的 hook ​

import { reactive } from 'vue';

type IGetTableData = () => void;

/**
 * 用于表格数据的分页, 只处理获取数据 , 如有其它需求, 自行实现​
 * 需要传入一个调用获取数据API的方法,这个方法实现在外部组件中, 在这个方法中需要修改 total​
 * 支持传入 pageSize , 默认是20​
 */
const useTablePagination = (getTableDataFn: IGetTableData, pageSize = 20) => {
  // 分页器相关数据​
  const pagination = reactive({
    // 当前页码​
    currentPage: 1,
    // 每页数据条数​
    pageSize,
    // 总数据条数​
    total: 0,
  });

  // 切换每页数据数量的回调​
  const handleSizeChange = () => {
    getTableDataFn();
  };

  // 切换当前页的回调​
  const handleCurrentChange = () => {
    getTableDataFn();
  };
  return {
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    pagination,
    handleSizeChange,
    handleCurrentChange,
  };
};

export default useTablePagination;

31
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L公司

整体总结

这就是我现在入职的公司，一面面试官主要是问了一些场景题，二面面试官主要问了一些开放式的问

题，比如说如何看待微前端，如何看待 TS ，聊了聊彼此的见解，这也是我比较喜欢的面试方式，考
验人解决问题的思路还有看待事物的角度，而不是考验人背八股文的能力。

面试题一览

• Vue2  中 $set  是干什么用的，引出 Vue  的响应式原理​

• 实现一个组件，用户可以通过 v-model  去使用这个组件，引出 v-model  的原理​

• 二次封装 el-table  组件，用户可以传入这个 el-table  的 props ，也可以传入自己组件
的 props ，引出 $attrs  和 $listens ​

• 增强一个组件，如何把插槽透传到组件里，引出插槽的原理

• 设计一个组件， props  有 userId ，通过 userId  向后台获取数据​

• 继续增强这个组件， props  发生了变化，重新获取数据​

• props  变化了两次，但网络不确定哪个请求先回结果，如何保证页面渲染的是后一次请求的数据

（数据竞争）

• 实现一个 message  组件，通过命令方式调用​

• git  和 github  是什么关系​

Vue 的响应式原理​

Vue.js  是采用 数据劫持 结合 发布者-订阅者模式 的方式，通过 Object.defineProperty()  

来劫持各个属性的 setter ， getter ，在数据变动时发布消息给订阅者，触发相应的监听回调。
主要分为以下几个步骤：

1. 使用 observe  对需要响应式的数据进行递归，将对像的所有属性及其子属性，都加上 setter
 和 getter  这样的话，给这个对象的某个属性赋值的时候，就会触发 setter ，那么就能监听
到了数据变化。



2. compile  解析模板指令，将模板中的变量替换成数据，然后初始化渲染页面视图，并将每个指令

对应的节点绑定更新函数，添加监听数据的订阅者，一旦数据有变动，收到通知，更新视图。

3. Watcher  订阅者是 Observer  和 Compile  之间通信的桥梁，主要做的事情是:​

• 在自身实例化时往属性订阅器( dep )里面添加自己​

• 自身必须有一个 update()  方法​

• 待属性变动触发 dep.notice()  通知时，能调用自身的 update()  方法，并触发 Compile
 中绑定的回调，完成视图更新。 总结：通过 Observer  来监听自己的 model  数据变化，通

过 Compile  来解析编译模板指令，最终利用 Watcher  搭起 Observer  和 Compile  之间

的通信桥梁，达到一个数据响应式的效果。

v-model 的原理​

👉👉 面试官：你真的了解 v-model 吗？(vue2)​

$attrs  和 $listens ​
一次性传递多个属性和事件

https://juejin.cn/post/7049135444310622245?searchId=202308081721451563BCA41B04CAAE97F9


增强一个组件，如何把插槽透传到组件里，引出插槽的原理

不会，面试官给我讲了也没听明白

👉👉 如何在Vue2/3中正确透传插槽，提升组件编写效率？​

设计一个组件， props  有 userId，通过 userId  向后台获取数据​
这没啥好说的， 都是基础，声明 props ， methods ，在 created  中发起请求​

继续增强这个组件， props  发生了变化，重新获取数据​
watch  这个 props.userId ，变化的时候发起请求​

props  变化了两次，但网络不确定哪个请求先回结果，如何保证页面渲
染的是后一次请求的数据（数据竞争）

通过返回值结果和 props.userId  进行对比，或者拿到当次请求的请求参数和 props.userId  

做对比

实现一个 message  组件，通过命令方式调用​
之前实现过，不过有点忘了

👉👉 【流莺书签】基础组件(Button,Overlay,Dialog,Message)​

git  和 github  是什么关系​
Git 和 GitHub 是两个相关但不同的东西。

1. Git ：是一个分布式版本控制系统，用于跟踪代码的修改和协同开发。它允许开发人员在本地创
建和管理代码库，进行版本控制、分支管理和合并等操作。使用 Git ，开发人员可以在不同的分
支上进行并行开发，并轻松地合并代码。 Git  是一个独立的软件工具，可以在本地环境中使用。​

2. GitHub ：是一个基于 Git  的代码托管平台，提供了在线代码托管、版本控制、代码协作和团

队协作的功能。它使用 Git  作为底层版本控制系统，并提供了 Web  界面和一系列协作功能，

如 Issue  跟踪、 Pull Request  等。 GitHub  允许开发人员将代码存储在云端，并与团队

成员共享、协作和审核代码。它是一个基于云的服务和社交平台，可以通过网页或桌面客户端访

问。
综上所述， Git  是版本控制系统，而 GitHub  是基于 Git  的代码托管平台。开发人员可以使用 

Git  来管理和跟踪代码的修改，使用 GitHub  来存储、分享和协作开发代码。​

高频问题

其实高频算不上，只面试了十来家公司，样本容量太小了，但也正因为这么几家都会多次出现的题

目，可见是挺热门的，结合实际的面试情况，整理出相对高频的面试题，可以着重看一下，即便是看

https://juejin.cn/post/7094858996103774245?searchId=20230808172342E54BEAB2302F12AFA334
https://juejin.cn/post/6963941445451382792#heading-23


不懂，不感兴趣，也要强迫自己背一下。

• 一些常用的页面布局要了解

• es6  新特性，遍历数组的 n  种方法​

• JS  原型和原型链​

• 浏览器缓存策略

• ts  跟 js 有什么区别，特点，优点和缺点​

• 什么是跨域问题，如何解决

• 项目中有什么亮点或者难点，如何解决的

• Vue  响应式原理， diff  算法，虚拟 dom ，可能是工作经验多了，相比之前更喜欢问一些原理
上面的问题了

• Vue3  和 Vue2  有什么区别，这个是问的最多的，基本每家都会问，可能是上次找工作的时

候， Vue3  还没怎么用，现在大家都开始用了，后来答的我都烦了​

相比于上次找工作的高频问题，这次反而基本没怎么问了

• CSS  盒模型​

• 前端安全问题

• 浏览器从输入 url  到页面渲染之间做了哪些事情​

• promise  的使用及其原型方法​

• 如果你写了自己会 node ，可能会问 express  和 koa  的相关问题​

• webpack  优化​

还有就是自己的项目一定要了解，虽然可能确实是自己做的，但是时间长了会忘，建议面试之前再把

自己的项目好好看一下，大多数公司还是会占用一定时间去问一下你之前负责的项目的，这个答不上

来大概率会让面试官觉得你项目经历是编的，或者不是自己写的，从而扣分。

必备问题

最终总结了几个面试官常问的非技术类的问题，可以提前准备一下，以免当场卡住，语无伦次导致给

面试官留下不好的印象。

• 做个简单的自我介绍

• 为什么从上一家公司离职

• 你觉得上家公司做的怎么样

• 为什么要干前端

• 你平时是怎么学习的

• 看过什么书



• 你觉得你的优势/不足有什么​

• 举一个例子，证明自己是乐于学习的

• 你对自己的职业规划

• 希望找一个什么样的工作

• 你还有什么想要问我的么

做个简单的自我介绍

主要介绍一下自己的工作内容，技术栈，稍微带点兴趣爱好什么的也可以。

为什么从上一家公司离职

我回答的主要两个原因，一个是想学习更多东西，另一个是老生常谈的薪资问题。

你觉得上家公司做的怎么样

先大概的夸一夸上家公司，然后再谈一谈让你不想待的原因，千万不要开吐槽大会，抱怨这个，抱怨

那个的。比如说我觉得上家公司各种方面做的都不错，无论是公司环境，管理制度，团队氛围都很

好，但是技术栈更新比较缓慢，调薪制度不理想。

为什么要干前端

觉得前端比较有意思，可以看到界面，可以做一下好玩的东西，给父母孩子女朋友显摆。

你平时是怎么学习的

看纸质书，电子书，视频，博客论坛。

看过什么书

看过什么就说什么，千万不要瞎编。我听说过有的面试官会问你某本书的封面是什么颜色的，目录是

什么等奇葩问题。

你觉得你的优势/不足有什么​

优势在于主动学习，乐于分享。不足是不感兴趣的内容学习不下去，比如数据库。

举一个例子，证明自己是乐于学习的

• 掘金社区优秀作者，社区阅读量 50W+ ​

• github  有多少个仓库，每月有多少次提交，有多少 star ​

• 获得过上家公司的年度进步奖



你对自己的职业规划

四个字，逼格直接上来了，一专多精。

希望找一个什么样的工作

可以看下面的避雷宝典，我想找的就是没有我避雷宝典里面提到的情况的公司。

你还有什么想要问我的么

我一般会问技术团队的规模

• 技术团队有几个人，

• 几个前端，

• 几个后端，

• 高级，中级，初级的分别是多少人

然后就是技术栈

• 目前在使用什么技术栈

• 将来打算使用什么技术栈

• 自己是否可以决定未来技术栈的走向

然后是自己在团队中的角色

• 负责什么工作

• 对于项目的决策度

避雷宝典

除了上面提到的这些基本问题，还有一些结合我自己工作过的公司以及我一些前端朋友的工作经历，

给大家整理了一份 避雷宝典，有些雷，你没有遇见过，你也不知道它的存在，你也不会去问。所以在

入职前一定要确认好以下这些东西，只要是提前确认好的，哪怕比较苛刻，只要你接受就行，千万不

要入职以后才发现接受不了的事情，到时候走的话浪费了时间还得重新找工作，不走的话自己待的难

受。

• 加班情况， 首先是有没有加班 ，如果有的话，是固定时间加班还是随机加班。如果是固定加班的
话，是怎样一个形式，大小周，九九六，还是每周四发版需要加班，加班到几点。如果是随机加班

的话，加班的频次和强度，具体在什么场景下会出现加班的情况。 其次是加班福利 ，包括但不限

于餐补，交通补，调休，加班费。 最后是如何界定加班 ，几点以后算加班，加班的最小单位是什

么，加班是按照打卡时间自动计算，还是需要提交加班申请，工作日加班和休息日加班是不是一

样。我一个朋友入职第一天就加班到十一点多，第二天直接离职了。



• 代码提交规范，代码规范是什么，有没有自动化工具，有没有规范文档。提交规范是什么，有没有
文档和特殊要求，分支如何管理。为什么要列这一条，是因为我有一个朋友的公司要求一个需求必

须提若干个 PR ，每个 PR  必须包含若干个 commit ，同时每个 PR  的代码总数不能超过五百

行。 Code Review  到无所谓，毕竟自己写的代码自己有义务改到最好，但是每天除了写代码，

大多的时间都用在怎么拆分 commit  和 PR  上面了就很没必要了。​

• 迭代，这一条要问清楚开发任务是如何迭代的，几周一个迭代，如何发版，需求如何下发到开发手
上，工期是不是由自己评估，如果干不完如何处理延期，需求变动是延长工期还是放入下个迭代还

是硬塞给你。我有一个朋友的公司就是那种最开始的任务估三天时间，然后在这三天里各种加需

求，改设计图，然后工期不变，导致最后不得不加班，还是义务加班。

• 与后端沟通，开发中是如何跟后端沟通的，接口是提前出，还是跟前端同步出，如果是同步的话，
联调单独计算工期还是算在前端开发工期里，这一条我现在公司就挺好的，页面开发时间和联调时

间分开的。

• 代码质量，这个要问测试流程，有几轮测试，如何测试，对 bug  数有没有要求， bug  流转规

范，我上家公司就没有这个要求，只要保证最后上线日没有 bug  就行，所以开发和测试相处的还

算愉快，现在这个公司要求两周不能超过三个 bug ，不然就会影响绩效，所以经常看见开发，测
试，产品，设计在一块争论这是不是 bug ，什么原因引起的，这个 bug  该给谁，这也是我不喜

欢的一个点。

• 电脑权限，电脑是自己带还是公司给配，自己的电脑基本没有什么问题，公司给配的话看对权限有
没有要求，很多公司为了安全都不给你管理员权限，装个软件都要找负责人输入密码，但是这个还

好，因为前端需要管理员权限的地方并不是很多，顺便问问是什么电脑，有没有扩展屏之类的。

• 有没有监控，我见过工位有摄像头的，也见过给电脑屏幕装监控的，还有统计你各个软件使用时间
和流量的，这个一定要问，你电脑微信聊个天，老板都知道你聊了什么，先不说涉不涉及法律问

题，就说这个行为就真的很恶心。

• 应急处理，这个是什么意思呢，公司是如何处特殊场景的，比如线上出 bug  了，是要随时待命，

无论何时何地都要立刻解决，还是说收集整理记录放入下个开发周期。我朋友的公司项目接入了一

个监控平台，只要线上有问题就会有机器人给负责人打电话，然后负责人必须在 15  分钟内响应

（响应不是处理，就是说你已经知道这回事了），如果负责人不接电话或者没在 15  分钟内响应

的话，机器人就会打到领导甚至老板那里去。每天都要把电脑带回家随时待命，然后他们那个项目

还是国际的，有外国人在用，经常半夜两三点给他打电话。

• 开会，这个要问都有什么会要开，每日站会，部门周会，项目周会，早会，晚会，迭代启动会，迭
代中期对齐会，技术分享会， Code Review  大会等等，五天工期三天在开会，最气的有的会还

是他妈占用你下班时间和假期开，好像把会议安排在工作日的六点前他家里就得着火一样，如果一

不小心有这样的领导看到了这里，那不好意思我说的就是你。



• 钱，普通人打工说白了就是为了钱，大家不要觉得正规公司按月按时按点就会给你卡里打钱了，拖
欠工资，拖欠年终奖都是再正常不过的事了，我朋友之前有一家公司都要给你签协议，每个月的 

30%  都会延后半年给你发，然后稍微给你那么一丢丢利息，我忘了是多少了，到时候搞得你连离

职都没法离。所以一定要问清工资什么时候发，有没有年终奖，项目奖等等。公积金缴纳比例是多

少，因为好多公司都给你把工资拆的可细可细了，什么绩效工资，保密金，各种奖金，然后你会发

现基本工资只有几千，公积金就按照这几千块的基本工资交。

• 涨薪和晋升，这个要问有没有涨薪和晋升机会，一定要具体，让 HR  给你讲清楚，有没有普调，

在几月调薪，晋升机制是什么样的。有的公司会告诉你一年两次晋升机会，你以为很容易。结果去

了才发现确实有两次机会，但是门槛你很难达到。比如说你现在三年经验在 P3 ，他告诉你晋升 

P4  需要满五年经验，又或者你现在工资在一万，他告诉你晋升 p4  需要工资达到一万五，你就

混吧，靠着普调涨到一万五，再熬到五年经验，才只是仅仅给了你一次晋升机会而已，然后第一次

不给你过，这第二次机会不就用到了么。

综合上面所说的，你可能不会找到一个完美的公司，但是你一定要提前把这些乱七八糟的事情弄清

楚，在不在你的接受范围里，在入职前避雷，而不是入职以后踩雷。大家如果还有什么在工作中遇到

的不吐不快的事情，都可以评论一下，我给兄弟们加入到 避雷宝典 里。​


